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Abstract: - With the Agile development approach, the software industry has moved to a more flexible and 

continuous Software Development Life Cycle (SDLC), which integrates the stages of development, delivery and 

deployment. This trend has exposed a tendency of increasing reliance on both unit testing and test automation for 

the fundamental quality-activities during the code development. To implement Continuous Software Engineering 

(CSE), it is vital to assure that unit-testing activities are an integral and well-defined part of a continuous process. 

This paper focuses on the initial role of actual testing –
 
viewing unit testing as a quality indicator during the 

development life cycle. We review the definition of unit-testing from the CSE world, and describe a qualitative 
study in which we examined implementation of unit testing in three software companies that recently migrated to 
CSE methodology. The results from the qualitative study corroborate our argument that under the continues 
approach, quality-based development practices such as unit testing are of increasing importance, lacking common 
set of measurements and KPI's. A possible explanation to this may be the role of continuous practices as well as 

unit testing in the software engineering curriculum.  
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1 Introduction 
From the Agile development approach to the 

continuous approach, in order to achieve quality, 

companies evolve their software development 

practices over time. Typically, most companies 

follow a particular pattern as their evolution path, 

often referring to it as “the stairway to heaven” [1]. 

The pattern implies a dependency between 

development stages and practices by presenting each 

as a foundation for the next.  Continuous Software 

Engineering (CSE), also known as ‘continuous 

practice’, has become widespread in many software 

development organizations [2]. This trend enables 

developers to provide continuous and earlier delivery 

of adaptations and changes to the software product 

[2] [3]. The transition to continuous methods has 

been extensively researched in recent years and 
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requires the expansion of research related to CD / CI 

formats and anti-patterns [4] [5]. Continuous 

Integration (CI) is a practice in which members of a 

team collaborate and integrate their work frequently. 

CI development environments enable frequent 

integration of new or revised code into the mainline 

codebase [6], leading to multiple integrations per day 

[7]. Each integration is verified by an automated 

build, which includes testing to detect integration 

errors as quickly as possible. Hence, many teams find 

that the CI approach leads to significant reduction of 

integration problems and allows more rapid 

development of cohesive software [7]. Furthermore, 

the CI approach can reduce the amount of rework that 

is needed in later phases of development and can 

speed up overall development time via automated 

processes. Although it has received very limited 

attention from the research community, continuous 

integration, which includes compilation, building, 

and testing of software, is emerging as one of the 

success stories in automated software engineering [8] 

[9]. Continuous Deployment (CD) takes the 

continuous approach one step further by 

automatically deploying software changes to 

production [1]. The CD approach emphasizes build-

and-test automation [10] together with a much-

reduced scope for each release. Our interviews with 

15 information and communications technology 

companies revealed the benefits and obstacles to 

continuous deployment [1]. Despite understanding 

the benefits, none of the companies had adopted a 

fully automatic deployment pipeline [11]. The study 

also reveals that adopting continuous deployment 

practices involves coordination from teams 

throughout the organization and the domain in which 

a company operates. The continuous approach 

stresses the need to explore the impact of quality and 

testing procedures on all dimensions of the 

organization and the development process. These 

begin with the role and responsibilities of “unit 

testing” in the CSE world [12] [13], continue through 

effective regression testing techniques [6], and end 

with test automation, which is considered to be a 

critical prerequisite for continuous development [14] 

[10].  

Software quality aspects, metrics and measurements 

have become essential in the context of modern 

software development processes. ISO 8042 [15] 

defines quality as “the totality of characteristics of an 

entity that bear on its ability to satisfy stated and 

implied needs”. According to the Forrester report 

[16], companies have shown interest in connecting an 

“… organization’s business to its software delivery 

capability” by gaining “…a view into planning, 

health indicators, and analytics, helping them 

collaborate more effectively to reduce waste and 

focus on work that delivers value to the customer and 

the business”. This may be considered too broad a 

definition, as it relates to quality in general. In 

software development, quality should be more 

specifically defined by constructing measurements 

and metrics that indicate or contain the properties to 

be considered. The widely adopted ISO/IEC 25010 

standard [17] determines which aspects are to be 

taken into account when evaluating the quality of a 

software product.  In fact, an attempt to investigate 

the Agile method’s critical quality factors and 

measurements [18] fails to identify a single common 

international standard adopted by the industry. 

Therefore, addressing the full scale of software 

quality issues in ASD requires a holistic approach for 

providing connections among all software 

development activities, including aspects such as 

business and development (BizDev)  and 

development and operations (DevOps) as well as 

integration.  

ISO/IEC/IEEE 29119 addresses software testing for 

quality in five realms: Concepts and Definitions, Test 

Processes, Test Documentation, Test Techniques, 

and Keyword-Driven Testing [19]. In the Agile 

approach, which demands tight connections among 

all software development activities to be done within 

a ‘timebox’ cycle, it is difficult to differentiate 

between the testing activities within the timebox 

development cycle.  Furthermore, testing activities in 

Agile are done internally as part of the development 

routine and by the same people, who are not 

necessarily testers; which might be the reason for the 

unclear division between testing levels [20]. Prechelt 

et al., [21] in a case study, asked the question who 

does perform the testing and who evaluates outcomes 

in Agile environments. They found that developers 

manage to fulfill the responsibilities of conventional 

testers role by identifying which aspects can be 

covered by automated testing; meanwhile 

evaluations are done implicitly by end-users. Hence, 

an important aspect of testing within the Agile cycle 

is efficient implementation of test automation [14] 

[10]. Indeed in the ‘DevOps’ software development 

life cycle approach (a current form of Agile) the 

continuous nature of the cycle is stressed: once 

development is tied into the release process, 

monitoring should come in the form of feedback 

which initiates new planning actions for continuous 

development [2] [22].  

An attempt to model benchmark implementations for 

continuous integration (CI) [1] concluded that there 

was currently no consensus on CI as a single, 

homogeneous practice. Simply stating that a study 

uses CI is insufficient since it fails to define what 
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kind of CI is used. Considering the dramatic 

differences in effects experienced [1], it is necessary 

to determine the advantages and disadvantages of the 

various aspects of CI. To that end, and based on the 

findings in their study, the authors proposed a 

descriptive model for better documentation of 

continuous integration variants. Shahin et al. [2] 

provided a systematic review of approaches, tools, 

challenges, and methods identified in empirical 

studies on continuous practices. Sixty-nine papers 

were selected from 2004 to 2016 for data extraction, 

of which 56.5% were published in the last three years, 

only four of which addressed improvements in 

software testing. However, 39% of the studies 

mentioned that testing efforts and time are critical 

factors. Not even a single study dealt with the effects 

of transitioning to CI and the corresponding 

implications for quality and testing. Nilsson et al., 

[23] focused on the question of visualizing end-to-

end testing activities in order to support the 

transformation towards CI. By end-to-end testing, 

they refer to all code, from code written by individual 

engineers to product release. The aim of that research 

was to gain insights into how to support the transition 

towards continuous deployment in the software 

development industry. Their case studies had some 

challenging findings about change processes: 

significant duplicated testing efforts, slow feedback 

loops, late testing of quality attributes, no overview 

of testing in commercial companies, ad-hoc testing or 

tactical improvement efforts. These findings indicate 

a lack of a holistic, end-to-end understanding of 

testing activities and their periodicity. The product of 

that research was the creation of the Continuous 

Integration Visualization Technique (CIViT) and an 

attempt to implement it for the case study companies.  

Our work looks at this issue from the deeper 

perspective of the testing activities themselves and 

examines the impact made on the basic layer, namely, 

unit testing and related activities. In software 

development, unit testing is a crucial link in the chain 

of quality activities which aim to improve an 

organization’s outcomes by focusing on quality goals 

and recruitment needs as early as the initial 

programming stage. However, systematic guidelines 

are not widespread, and an acceptable definition of 

the term “unit testing” [12] is essential.  Unit testing 

is a term which describes the action of the 

programmer when testing an isolated, atomic, and 

code-related portion of software (a unit) [12]. The 

motivation of this study was to examine whether the 

transition to continuous methods changes the 

perception about the necessity and importance of the 

testing schemes in general and unit testing in 

particular. In order to examine the implementation of 

unit testing in the continuous practices of different 

software industries, a case study of real-life 

implementations of unit testing needed to be 

conducted. The present work is an exploratory study 

meant to identify the benefits of the continuous 

approach with respect to unit testing and related 

activities. Our findings describe actual practices and 

generate hypotheses more than they confirm them. 

Section 2 elaborates the concept of unit testing, its 

role, and its common definition in the development 

environment. Section 3 reports on a case study of 

three participating software companies and their real-

world applications of unit testing in CSE.  Our paper 

concludes with a generalization of the results of all 

the cases reported and a presentation of guidelines 

and recommendations for the software industry. 

 

 

2 Definitions for ‘unit test’  

 
The definition of the key term “unit test” is neither 

clear nor precise. Apparently, the term 'unit test' can 

be interpreted and implemented in different ways for 

different application domains. Furthermore, the term, 

as reflected in the analysis of academic literature 

[12], seems to suggest two definitions: 

• The classic way (66%). – About two-thirds 

of the examined academic  literature refers to ‘unit-

tests’ as the testing action of  the smallest, isolated, 

atomic, unit of code. Such testing is done mainly by 

the developer. 

• The component way (24%). – The focus is on 

a unit–of-functionality, whether or not it is seen as the 

smallest, indivisible portion of the program. Here, 

unit testing is administered mainly by testers. 

Apart from the distinction between "unit” and 

“component”, and who actually performs the tests, 

and beyond the understanding that once defined it can 

be detached from the code, a clear definition of the 

specific usage of this terms is required. In fact, this 

requires two more main distinctions to be made. First, 

a distinction between the action which delineates the 

content of the item to be tested and the process as an 

execution effort, i.e. the actual application of the test. 

And second, a distinction of levels of abstraction: 

between actions relating to execution of testing for a 

unit of code, and the more general description of 

testing operations on a portion of the program, which 

may be expressed in a functional or business 

terminology. 

In light of these needs and the growing importance of 

the role of the level of unit testing, Chassidim et al., 

[12] recommend that the following categories of 
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testing be distinguished in the early stages of 

software development: 

• Unit test – refers to the structural (atomic, isolated 

and code-related portion of the software) aspect of 

the unit that passes the testing action - i.e. an action 

which presents the content of the item to be tested. 

Common practices include incremental writing of 

unit tests using Test-driven development (TDD) or 

Test-Driven Maintenance (TDM) methods [24]. 

• Unit testing – refers to the process of testing the 

isolated, atomic, and code-related portion of the 

software (a unit). I.e. the process as an execution 

effort and refers to the use of xUnit testing, usually, 

the developers perform this activity by themselves.  

• Component testing – This is the testing of a 

functional and larger portion of the program (a 

component). Another set of skills and another kind of 

knowledge are needed to perform this portion of the 

work.  

In fact, unit testing may form the basis for component 

testing that can be considered a higher level of 

testing. Unit testing should test individual behaviors. 

However, most methods deal with many behaviors. 

Therefore, a serious pitfall might be encountered 

when developers test too large a unit or when they 

consider a method within the software to be a unit. 

This is particularly true in the case of inversion of 

control, where unit testing typically turns into end-to-

end integration testing.  

Component testing is sometimes known as module or 

program testing. Component testing is done mostly 

by a test engineer. It may be done in isolation from 

the rest of the system depending on the model of life 

cycle development chosen for that application. In 

such cases, any missing software is replaced by 

‘stubs’ and ‘drivers’ that simulate the interface 

between the software components in a simple 

manner.  

A successfully passed test must continue to be 

administrated as long as the codebase remains 

constant. Fulfilling ideal code conditions for unit 

testing includes isolation and atomic code [12] that 

improves a programmer’s understanding of system 

requirements. A properly written test can be executed 

on an isolated section of the code and can pass even 

if the developer did not understand the requirements 

correctly. As a result, all the tests will pass even when 

many of them did not actually validate the intended 

functionality of the code. However, tests that rely on 

an external application protocol interface (API), 

network connections, user input, threading, or other 

external dependencies, must be mocked. Mocking 

has shown itself to be a proven and effective 

technique and is a widely adopted practice [12]. For 

example, if the network connection suddenly 

becomes disconnected, the code will subsequently 

fail. A well-established solution is to implement a 

mock in place of the actual network connection, so 

that the tests can continue passing. It is vital to 

separate the two aspects and to allocate the best 

resources for each assignment or, alternatively, to 

train the developers to distinguish between a classical 

definition of unit testing and a mixed one and to 

provide them with new skills and knowledge, so that 

they can perform these two categories of testing 

separately in the early stages of software 

development [12].  

 

 

3 Implications on software engineers’ 

education 
 

3.1 Testing topics in software engineering 

curriculum 

 
Theoretically, from the early days of testing, 

practitioners distinguish between unit tests and 

integration tests. However, practically software 

engineering community rarely distinguishes between 

these two strategies, mainly because it is not 

straightforward to separate them in the code 

repositories under study [25] .The source of the 

problem may lie in the gap created in the qualification 

process of the engineer. The Software Engineering 

(SE) curriculum guideline (SE2014) is widely used 

by the software engineering educator for the design 

and modification of undergraduate software 

engineering programs. An in-depth examination of 

the common areas in the software engineering 

education knowledge (SEEK) that are defined by 

SE2014, refers to the QUA (software quality), only 

2%. Furthermore, today less than 10% of the official 

SEEK addresses quality and testing directly. The 

relative share of unit testing and integration testing in 

the certification process is difficult to diagnose [26] 

[27] [28]. These findings reflect the 

recommendations of the dedicated task force that 

reviewed the curriculum guidelines for 

undergraduate degree programs in software 

engineering on 2014 [27]. No specific 

recommendation were raised regarding needed 

changes in the testing discipline. Another attempt to 

evaluate the SE curriculum is the SWECOM, which 

compares between SE2014 and employer’s need [29] 

[30] [31]. SWECOM took a practitioner approach 

and recommended competency of an entry-level 

software engineer professional. SWECOM shows 

that in the Software Testing skill area SE2014 is not 

matching up to their requirements, especially the skill 
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set of software testing measurement and defect 

tracking. The lack of proper attention to the 

contemporary testing sub-topics might be a result of 

the long and tedious process that accompanies the 

modifications of the curriculum in an academic 

setting [29]. However, when it comes to a dynamic 

field like software engineering education the long 

respond for updating might be critical to the 

graduated student professionalism. The missing 

testing skills might cause a discrepancy between the 

skills learned from an SE university education and 

those needed in SE employment. 

 

3.2 Continuous testing in software 

engineering curriculum 

 
Continuous software engineering is an emerging area 

in industry that incorporate testing as an essential 

ingredient.  In order to align with the industry needs, 

it is important to train software engineers in the world 

of CICD, including continuous testing. A recent 

study performed a meta-analysis to provide a 

consolidated view on how to align SE education with 

industry needs, to identify the most important skills 

and also existing knowledge gaps [32]. The majority 

of the papers reported that testing is one of the most 

important areas with the greatest knowledge gaps 

between SE education and industry [32] [33]. In 

addition, we are not aware of a concrete educational 

program [34] that refers specifically to the world of 

CICD as well as the continuous testing which is part 

of it. The absence of the adaptation of common body 

of knowledge (e.g., SWEBOK, SEEK, SWECOM) to 

the continuous approach may imply future lack of 

knowledge in the field. 

 

4 Research methodology 
 

4.1 Interviews 
In order to explore the degree of the implementation 

of a unit test within companies that have adopted the 

continuous software engineering (CSE) approach, 

and by assuming diversity of actual practices in the 

companies, we chose to apply a qualitative 

‘structured interviews’ format [35] [36]. 

The qualitative research we conducted had five 

stages. Figure 1 presents the process of preparation 

and implementation of the research. 

 

  

 
Fig. 1. Preparations for the interview and 

information collection process 

 

Stage 1 (Fig. 1A). After identification of software 

companies claiming to implement the continuous 

approach, an application was made to the executive 

managers to confirm their company’s participation in 

the study. Once approved, we asked the executive 

managers in charge of implementing the continuous 

approach for referrals to relevant role-holders and to 

ensure high diversity of participants in the interviews. 

Questions were sent to the managers for internal 

review and feedback to improve the quality of the 

interviews. Based on their input we updated the 

questions. 

Stage 2 (Fig. 1B). After consultation and approval 

from the management of each company, and before 

conducting the interviews, in order to receive 

spontaneous answers the interviewee was handed a 

document with the high-level topics, and just after 

that we conducted the interviews with the relevant 

role holders.  

Stage 3 (Fig. 1C, D). Before approval for publication, 

management applied an internal audit of the answers, 

including a full final transcript of the interviews and 

supplemental materials to support the portrayal of 

company processes.  

 Stage 4 (Fig. 1E). To maintain authenticity, the 

original terminologies and phrases were digitally 

recorded and approved before publication.   

 

In all the interviews we adhered to the following 

principles: 

1. Interviews were held with the declared support of 

the companies' senior management.  

2. Interviews were conducted by interviewer with 

over 30 years of experience in software 

management at a variety of international software 

companies. 

3. Interviews where held during working hours, and 

in the meeting rooms on the company's site - a 

closed and isolated room.  

4. The interviews kept the principle of a 

synchronous conversation with one participant at 

a time [36].   

5. The time allocated for each interview was up to 

three hours, and for each day of interviews only 

up to two interviewees were allotted. 

6. Each interview was recorded and transcribed and 

documented.  

 

Further, the interviewer was free to ask ‘unstructured 

questions’ - which requires the interviewer to have 

complete command of the professional language and 

the ability to direct and lead the conversation back to 

points that interest us in the research.  
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The interviewer began by introducing himself and his 

experience in managing software companies. He 

stated that the interview was being conducted as part 

of a broader research project aimed at examining the 

impact of the continuous process on various aspects 

of development and especially on the unit-testing 

phase.  

The interviewee was then asked to tell about himself, 

his professional experience, his role in the company, 

and his general perception about the continuous 

process. It was an unstructured conversation that 

allowed the interviewer to learn and get to know the 

interviewee better, with the interviewee also allowed 

to ask questions. 

For defining the research questions, we chose to 

focus on three time phases: Prior to implementation 

of continuous practices, current situation, and future 

prediction. 

When defining the questions and during the interview 

we made sure to avoid biases originating from the 

interviewee, the interviewer or the wording of the 

questions. For example, we made sure not to present 

our personal opinions or to indicate how important 

the unit testing process is for quality. We made sure 

not to ask questions worded negatively or vaguely, 

and allowed the interviewee to answer that he does 

not know. 

From the questions above, we wanted to shed light on 

the organizational culture, roles and perception of 

importance, regarding unit test prior and after the 

transition to continues methods. It was interesting to 

examine whether the transition to continuous 

methods caused changes in policies, perceptions, 

scope, methodologies, practices or tools, in the 

testing process in general and in the unit testing in 

particular. And if so, we wanted to understand why 

and how it was expressed. This qualitative research 

is important for integrating current industry topics 

into software engineering study programs, especially 

in courses related to software quality assurance.  

 

The following questions were presented to the 

participants referring to these aspects: 

Q1: Prior to the implementation of continuous 

practices in your company, what was the company’s 

approach toward unit tests?  

Q2.1: What is the current approach towards unit 

testing? 

Q2.2: What tools and technologies are used for unit 

testing?  

Q2.3: What tools are used for unit testing 

automation? 

Q2.4: What are the other testing performed? 

Q2.5: What are the measurements and KPIs used in 

the organization and for unit testing and quality 

validation? 

Q3: How does the organization view unit testing in 

the full context of the process and product quality? 

 

4.2 Participants 
Interviews were conducted at the sites of three 

leading software development companies in Israel 

and the USA (n=15). We selected participants on the 

basis of availability and position in the company to 

gain different perspectives (as shown in Table 1). 
 

 
Company#1 Company#2 Company#3 

Domain Financial 

crime, risk, 

and 

compliance 

solutions 

Network 

equipment 
manufacturers 

service 

providers 

provides 

infrastructure 
and 

maintenance 

services 

Size Large size, 

5K + 

Employees          

Mid-size, 

100+ 
Large size, 

250 

Cycle time & 

increments 

time 

3 weeks;  

3 months 
3 weeks; 

not fixed 

time 

Not fixed 

time 

Top 

Management 

CQE, 

Division 

GP 

CIO, 

CTO CIO, 

director of 

IT 

Process 

Management 

 

CICD PM 
 

CICD PM 

 

CICD PM 

Technical 

Level 

2 TL,  

SW 

architect 

TL,  

SW architect Senior line 

programmer 

 

Table 1 Interviewee distribution 

 

Companies were selected from varying domains and 

business sizes to provide a rich characterization of 

their implementation of unit continuous 

development. Companies had previously reported 

that they were already working in a continuous 

environment.  

 

4.3 Data analysis 

In this study we adapted the relatively known method 

of Critical Discourse Analysis (CDA) [37] [38] [39] 

to analyze the data gathered during the interviews. 

Discourse analysis is a collective name for a number 

of scientific methodologies that analyze how 

meaning is created and communicated though 

written, vocal or sign language. Discourse analysis is 

used in many disciplines, mainly in the social 

sciences, to learn about contemporary processes of 

social transformation. However in this study, CDA 
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was applied in a software development context to 

analyze the discourse gathered during the interviews 

descriptively approach. This method is more 

exploratory and can help better understand the 

changes and impact of CICD on unit testing, relying 

on the knowledge and experience of interviewees 

rather than determining in advance the ideal 

approach. The analysis was adapted from 

Fairclough’s transdisciplinary CDA [39] that referred 

to two phases. The first phase deals with the selection 

of the research topics, providing previous discourses. 

In our case, we considered past findings about unit 

test definitions [12] and connected them to the 

practices of unit testing in the CICD world, since we 

assume that the unit testing practices have changed. 

The second phase continues with the selection and 

the analysis of current text (i.e. transferred vocal to 

text).  Interviewees’ answers were compiled into 

sections or groups of information, and categorized in 

order to collect consistent phrases, expressions, and 

ideas common to research participants [35] [40]. Data 

from recorded interviews were then color-coded 

according to the ideas raised without determining in 

advance which is preferred. We are aware of the 

limitation that interpretations are subject to a 

researcher personal preferences. To minimize bias, 

this evaluation was applied separately by two 

researchers of the study and also by a representative 

of each company.  

 

5 Case study findings  
This section summarizes the responses and relates the 

insights derived from all the cases. The three selected 

case studies are intentionally different to include a 

diverse and broad picture. All three companies that 

participated in this study reported that they had 

already adopted unit testing as a vital part of their 

development scheme. Moreover, the unit testing role 

was augmented and the CICD project positioned unit 

testing activities as central to all activities related to 

quality (see appendix 1: A summary of replies from 

three companies) 

To summarize, companies adopt unit testing 

automation as their main automation engine and 

define it via the classical definition (see Section 2.2) 

in which X-unit is their main unit testing tool and 

environment. Test automation [14] is an important 

factor when addressing testing during the CICD 

project. Companies select their testing tools by 

understanding their need for automation. They would 

not use an X-unit tool that cannot provide a test 

automation [14] infrastructure. However, since most 

of them are aware of the need for component and 

integration testing, they may look for additional 

testing infrastructure to fulfill testing automation 

requirements for the full CICD activities. 

Two companies (1 and 2) have maintained additional 

testing levels internal and external to the Agile 

development cycle, although there is a general 

tendency to assure their testing level coverage within 

the Agile development cycle. This by itself illustrates 

the preservation of expertise within the development 

team. 

All the companies identified measurements and 

quality goals as their weak spots. They all felt the lack 

of well-established criteria for evaluating and 

planning their activities. The leading complaint 

addresses the coverage issue – mostly what 

percentage of the code should be covered during unit 

testing.   

While unit testing was found to be a prominent 

quality component, other testing processes such as 

integration testing, customer orientation and etc., 

were found to be less significant. A possible 

explanation could be the ease and availability of 

making changes and improvements according to the 

ongoing approach. 

Additional issues raised by the interviews 

Outcomes reveal relatively mature, well-managed 

processes among the three companies.  Regardless of 

the different solutions and implementation of CSE 

projects, we may generalize our impressions as 

follows. The transition to CI is a large organizational 

project which requires management support. 

Automation is a must; without it there is no way to 

perform continuous development. Unit testing also 

plays an important part in achieving the desired 

quality and is becoming an activity done on a daily 

basis by programmers. 

Although the formation of the desired infrastructure 

could be specified, hardly any single tool provides a 

full solution. Each company selects and assembles its 

own tools and integrates all of them. Another aspect 

became evident in our study: the responsibility for 

quality assurance is being transferred to development 

teams. However, we did not find the measurements, 

tools, and standards to be mature at this point. 

Moreover, the economic benefits of the different 

testing levels have yet to be formalized. 

The distinction between unit testing and component 

testing (as appears in Section 2.3) is supported by our 

findings. Different people are assigned to design and 

execute unit testing and component testing. The 

former is developed and executed by developers, 

while the latter is developed and executed by testers 

and experts.  A possible explanation for this is that 

component testing is partially manual work and 

requires different test automation tools [10].  . 
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6 Discussion and conclusions 
 

Looking at CSE trends through these case studies 

illustrates the importance of unit testing activities and 

outcomes for modern software development. The 

participating companies associated unit-testing 

activity with the image of quality; thus intensive 

execution of unit testing was perceived as a 

prominent quality indicator. All of them regarded it 

as an essential ingredient for assuring the quality of 

their product. Therefore, the broad adaptation of unit 

testing in the CSE may improve the quality and 

reduce the development cost control. However, to 

significantly contribute to quality management, the 

testing processes throughout the pipeline require 

adequate measurements and standards. Most of the 

interviewees reported that measurements and specific 

targets had yet to be implemented.  

Further, while unit testing by itself is a key to achieve 

quality improvements it does not address all the 

complexities and the contributions of other testing 

levels such as integration testing and non-functional 

testing. The results of this study show that unit testing 

“is done by the developers with the assistance of 

testing experts within the agile development teams”. 

On the one hand, having testers work together with 

programmers improves the communication, shortens 

the time to transfer information and can help with 

locating the faulty code, since the team itself is 

involved in the development of the code. On the other 

hand, results indicate a possible blurring of 

boundaries between the different levels and types of 

tests. A possible explanation for this finding is that 

CICD as a prominent CSE practice, forces a single 

unit to perform all the related activities while 

developers are familiar with the unit testing rather 

than other testing levels. Training of team members 

to have both unit testing proficiency and be able to 

clearly distinguish between different testing activities 

is thus essential.  

Team members in modern software development 

projects are required to perform new activities, which 

were done previously by specialists. For example, a 

key success factor is the ability to automate all 

activities previously done manually, including many 

types of testing: regression, performance, security, 

privacy, adaptability, deployability. Another aspect, 

although not previously discussed, is “exploratory 

testing”, a means of improving quality that is not 

considered in the new development cycles. 

Programmers working in isolation often do not have 

the expertise to practice this form of exploratory 

testing or to use the technique to maximum effect. 

That said, an experienced tester working with a 

programmer in an Agile team can make very 

effective use of this technique to the benefit of the 

quality of the code produced. Based on our findings, 

we are concerned that teams might not have the skills 

or be ready to comprehend the new and complicated 

needs which go beyond unit testing. 

We suggest a further examination of the findings by 

increasing the number and the diversity of the 

participated companies around the globe. 

Additionally, a deep understanding of the long term 

planning, training, and organizational implications of 

these changes is an essential element for CSE 

migration. It is possible that some testing and quality 

expertise might decrease when professionally-

oriented team-members are re-allocated within the 

new structure of an organization. Organizations 

should strive to preserve the continuity of knowledge 

and expertise during the move to CSE. 

Based on the common knowledge foundation for 

software engineering education and practices, we 

found that there is a significance difference in the 

way SWEBOK and SEEK treat unit testing and 

integration testing. While SWEBOK distinguish 

between unit and integration testing and refers to both 

of them, there is a clear bias toward unit testing. Unit 

testing is mentioned in SWEBOK twice as much as 

integration testing. However, SEEK assigns only a 

slight part of the topics for quality, and does not 

differentiate between unit and integration testing. 

Our findings point to the need to evaluate and update 

the SE education program and to strengthen testing 

knowledge and skills. Particularly, we recommend to 

update the academic curriculum with integration 

testing topics. We, (as educators) imprint our newly 

born software engineers so they may influence CICD 

projects. The outcome of this research may lead to 

transition to a new SE teaching curriculum, 

empathizing the additional testing aspects supporting 

CICD. 
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Appendix 1: A summary of replies from three 

companies 
 

Q1: Prior to CI CD project, what was the companies 

approach to unit testing? 

Company 1:  

 Unit testing was implemented differently on 

each team 

 Each product line started the project from a 

different starting point 

Company 2: 

 Unit testing culture and tradition was already 

present in all software development teams; 

actual implementation was left to individual 

developers and team leaders.  

 Having unit testing of Legacy code vital 

Company 3: 

 The company had adapted unit testing.  

 Unit testing was part of a transition to more rapid 

development  

 There was variance between the different lines 

of business.  
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 Large legacy software was not tested in unit 

testing.  

Summary: 

Overall, unit testing has been implemented prior to 

the moving to CICD. However, the implementation 

is varied. 

 

 

Q2.1: What is the current approach towards unit 

testing? 

Company 1:  

There is no clear approach towards the definition of 

the unit test – most testing should be done by the 

developers, but since adopting it all testing is part of 

the agile cycle. They include integration testing as 

part of the testing and are not clearly differentiating 

between the various testing activities. 

Company 2: 

Unit tests remain as major testing instrument. It is 

done by the developers with the assistance of testing 

experts within the agile development teams. 

Company 3: 

Unit test is a mandatory part of a developer’s daily 

work. But unit test infrastructure is not yet 

internalized and implemented. The unit test 

adaptation level is determined locally by the 

development leaders. Unit test coverage is less than 

40%. 

Summary: 

Unit testing is a major component in the SDLC. In 

most cases, the developers are responsible for it. In 

one case, it was reported to include integration 

testing. 

 

Q2.2: What tools are used for unit testing? 

Company 1:  

All unit testing is done using X-unit testing tools, the 

company is using different development languages 

and environment therefore the implementation of 

repeatable (automated) unit tests is not uniform. 

Company 2: 

X-unit tools are the major part of the testing. Since a 

large portion of the software is both cloud oriented or 

connects directly to hardware, Mocks and other 

STABs are being extensively used. 

Company 3: 

Only recently is the company attempting to enforce a 

specific tools at the different development teams. The 

common suggested tools are the unit test 

infrastructure already inherited within the software 

language – X-unit. 

Summary: 

X- unit is the common testing environment. In one 

case, it was mentioned that mocks + stabs were used, 

which indicates a higher level of testing that includes 

integration 

 

Q2.3: What tools are they using for unit test 

automation? 

Company 1:  

Each environment (Java, C, C#) creates its own test 

automation infrastructure. So one of the CI CD 

project team goals is to integrate it all in the 

implementation train. 

Company 2: 

Since the developed unit test will be used later on as 

part of regression testing it is important to have a 

stable test automation infrastructure. The project has 

developed a maturity model for automated test 

stability (unstable/stable test flow).  

Company 3: 

Test automation mainly consists of repeated 

executions of unit tests, without strategic planning. 

Summary: 

Automation includes unit tests without strategic 

planning, and in one case it is considered as 

regression testing. 

 

 

Q2.4: What other testing levels are they following? 

Company 1:  
Apart from unit testing, the Agile team is in charge 

of other testing activities – integration and system 

testing. The company maintains external testing 

activities such as performance and security which are 

mostly done as part of later stages on the Agile 

deployment train. 

Company 2: 

Unit tests and integration tests are done mostly by 

quality experts within the Agile team. Other testing 

levels are being executed – performance, special 

customer oriented testing etc. 

Company 3: 

Company #3 does not (officially) have other testing 

levels. “…We may add another ad-hoc test level 

which is done when a problem or a challenge is being 

suspected…”  A direct question in regard to 

performance testing was answered by: it is always a 

decision between the practical immediate need and 

quality – and most of the time the practical need wins. 

Summary: 

Two of the three companies reported about 

integration testing, which is performed later in the 

train, usually by an external team. In one case the 

decision about other testing levels is done on ad-hoc 

basis. 
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Q2.5: What measurements and target (if at all) have 

they for unit test and quality validation? 

Company 1:  

Measurement and standards are not yet determined 

by the company. One of project teams has the current 

task of formalizing measurements, standards and all 

needed reporting tools for all levels. 

Company 2: 

Measurements and standards are being debated 

during the implementation of CI /CD project. Due to 

the diversity of development languages and 

infrastructure, the company needs to decide what 

measurement and reporting will they use 

Company 3: 

It is following SAFe maturity level measurements, 

and has targets, timeframes and goals for achieving 

levels dictated by management  

Summary: 
In two cases, measurements are not yet determined. 

In the third case, the company aims to work 

according to SAFe principles and measurements. No 

specific targets were mentioned. 

 

Q3: How does the organization sees unit test action 

at the full context of quality of the process and 

product? 

Company 1:  

• Unit testing is mandatory and the most 

significant act of quality assurance  

• There are other important testing activities like 

integration and system testing.  

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

 

• Unit testing makes up the largest portion of their 

test regression packages.  

 

• Other professional expertise is maintained and 

operates as a central service units. 

Company 2: 

• The company treats unit testing as important test 

level  

• A contributor to quality and definitely not the 

only one.  

Company 3: 

• Unit test and ATD automation coverage are the 

sole quality concern.  

• Quality issue could be solved by the next 

development cycle.  

Summary: 

Unit testing was considered as the major contributor 

of quality. Additional testing levels are conducted by 

different professional’s expertise other than the 

developer. 
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